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Abstract—As the integration of Artificial Intelligence tools,
such as large language models (LLMs), into computing education
increases, understanding their impact on students’ learning
becomes crucial. According to recent research, LLMs perform
well when processing input in the English language. Still, they
struggle when processing input in other languages or inputs
containing non-English syntax or symbols, such as different
languages and programming queries. Therefore, this study evalu-
ates whether programming queries, particularly code generation
queries in Spanish, a widely spoken language other than English,
present challenges similar to those in code generation tasks
compared to English queries. By doing this, this study aims to
identify accuracy differences in the code generated by LLMs
(Codex and Copilot) for English and Spanish input on a set
of programming problems sourced from LeetCode. The study
compares the performance of LLMs on three complexity levels
of tasks, including basic, medium, and advanced code generation
tasks. The results show that both Codex and Copilot show
a significant decline in accuracy for Spanish as compared to
English, particularly as task complexity increases from basic
to advanced level. The Codex shows a significant decline in
accuracy for Spanish inputs (85%) compared to English (92%).
Similarly, Copilot shows a significant increase in accuracy for
English inputs (93%) compared to Spanish (87%), with higher
error rates across syntax, runtime, and logical errors in both.
By comparing the results across multiple languages, the findings
show that LLMs perform better on English-language inputs for
code generation. Additionally, it demonstrated that Copilot also
has superior adaptability and reliability in handling multilingual
programming tasks compared to Codex. These results serve as
a foundation and further emphasize the need for improvement
in multilingual capabilities, as well as the language-dependent
limitations of LLMs.

Index Terms—Large Language Models, Multilingual Queries,
Code Generation, Spanish, English.

I. INTRODUCTION

The emergence of Large Language Models (LLMs), such as
ChatGPT, Codex, Copilot, Palm, etc., has brought significant

advancement to programming education, enabling students to
receive assistance in code Debugging, code generation, and
programming error message explanation [1], [2]. Undoubtedly,
these models are considered to perform best when processing
input in English due to their training and optimization, and
they are highly resourced [3]. In addition, these models en-
counter multiple challenges when programming prompts due
to input containing code snippets and programming queries
containing special characters [4]. It has been reported that
when prompting these models containing non-English input,
such as coding structure, the outputs frequently include several
mistakes, reflecting limitations in LLMs’ ability to handle
such inputs effectively [1]. However, students also seek more
interactive and better explanations of errors, including the
ability to ask clarifying questions about mistakes in their code
and receive conversational responses from AI coding assistants
[5]. No doubt, LLMs show potential for enhancing error
explanation quality, such as improving compile-time error
descriptions, but further advancements are needed to refine
these capabilities, particularly for runtime error explanations
[4]. Additionally, it is being discussed that current debugging
capabilities are hindered by LLMs’ inability to learn from past
mistakes or adapt their responses based on user feedback,
which limits their effectiveness in several problem-solving
scenarios [6]. Although promising for improving program-
ming error messages, significant work remains to be done in
developing methods that enhance the quality and contextual
relevance of LLM-generated responses [7].

The growing discussion about adopting LLMs in educa-
tional settings highlights the need to evaluate their effective-
ness in generating accurate content and offering assistance
in languages other than English. This is particularly relevant
for non-English programming query contexts, where linguistic
diversity significantly shapes learning experiences [3]. There-
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fore, the literature highlights multiple gaps in LLMs’ gener-
alization and reasoning capabilities when faced with diverse,
unseen inputs. Prior research emphasizes the importance of
examining these capabilities to uncover potential biases, such
as those related to multilingual inputs, particularly in handling
queries in languages other than English [8].

Such limitations in LLMs pose a significant challenge for
students and developers attempting to interact with these
tools in non-English languages, particularly in programming
contexts where coding syntax is already part of the prompt. As
discussed earlier, programming inputs are inherently complex
due to their structured nature, which includes code snippets
and symbols. When combined with non-English prompts, this
creates a dual challenge for LLMs to consider, highlighting
their difficulty in processing inputs such as comments, variable
names, and function descriptions with intricate, complex code
syntax [9], [10]. These intermingled challenges underline the
need for advancements in LLMs to handle the unique demands
of multilingual and programming-specific contexts.

Therefore, this research investigates the performance of
LLMs, with a primary focus on Codex and Copilot, when
handling programming queries in non-English languages,
specifically Spanish, compared to English. While LLMs are
generally optimized for English-language prompts, their ability
to generate accurate and efficient code from non-English
instructions remains underexplored. By comparing responses
to equivalent programming tasks in both languages, this study
aims to identify potential performance gaps and assess their
impact on equity and accessibility in programming education.
The findings could inform LLM development, guiding im-
provements that better support non-English programming input
and provide educators with practical insights for incorporating
these tools in diverse language contexts.

To guide this investigation, we focus on the following
research questions:

• RQ1: How do LLMs perform on programming tasks
when inputs are provided in Spanish compared to En-
glish?

• RQ2: What is the difference between code accuracy,
i.e., syntax, logical, and runtime errors, in programming
queries when prompted in Spanish compared to English?

• RQ3: How does the accuracy of LLMs (Codex and Copi-
lot) differ between English and Spanish programming
queries across various levels of task complexity (basic,
medium, advanced)?

II. BACKGROUND AND RELATED WORK

Recently, the performance of LLMs in responding to
programming-related prompts has been a growing area of re-
search, particularly their ability to produce correct output from
input containing coding snippets [11]–[13]. A recent study in-
vestigated OpenAI’s Codex and GPT-3.5 models, focusing on
their ability to interpret students’ programming queries within
an online programming course at Aalto University in Finland.
The study analyzed help requests and code samples, revealing
that LLMs often struggle with inputs containing data beyond

standard English letters, such as code snippets or symbols.
These findings highlight the necessity of specially designed
LLMs to assist computer science students in programming
education [2]. In addition, evaluation of OpenAI’s GPT models
has also shown that while these models generate and explain
programming code very well, they perform significantly better
on queries framed in everyday English than those involving
code snippets or symbolic data. According to a study that
evaluated Python multiple-choice questions (MCQs), LLMs
perform better on plain English language queries compared to
prompts involving coding syntax or special symbols [3]. Also,
MCQz with coding snippets in the questions have been noticed
as less successfully answered than those written entirely in
English, and debugging tasks involving code inputs often lead
to difficulties for LLMs [2], [3], [14]. Another similar study
found that these models face limitations when processing
coding prompts or questions containing special symbols, often
resulting in inaccurate or incomplete outputs, which further
emphasizes the dependency of LLMs on language and input
structure [1], [14].

Although interacting with LLMs in English doesn’t seem to
have a significant impact on non-English users, other factors
may contribute to a less inclusive learning environment. For
instance, these students often report incredible self-doubt and
hesitation in seeking assistance from LLMs in non-native
languages [15], [16]. Conversely, many non-native English-
speaking students find learning programming in their native
language more comfortable and believe it enhances their
overall experience [17]. However, native-language instruction
does not significantly influence learning outcomes for non-
native English-speaking students [15], [18]. Recent studies
have also highlighted the capability of tools like ChatGPT-
3.5 to generate programming problems in various languages,
including Tamil, Spanish, and Vietnamese [19].

A recent study examines how generative AI tools like
ChatGPT can support programming education for non-native
English speakers. By solving Prompt Problems in their native
languages, focusing on three languages (Arabic, Chinese, and
Portuguese), students explored multilingual interactions with
AI. Portuguese and Chinese students achieved high success
rates (over 90% and 63%, respectively), while Arabic speakers
faced challenges (27% success) due to limited AI training data.
Although native-language prompts improved expressiveness,
English prompts often delivered better results, highlighting
the dominance of English in programming syntax and AI
performance [20]. This limitation can ultimately cause students
various problems, such as students often face challenges
in crafting effective prompts for accurate code generation,
especially when non-English content is involved [2]. It would
be difficult for students to interact with these tools in their
native languages, particularly when it comes to programming
queries. Therefore, this study emphasizes the critical need to
evaluate and address the performance of LLMs when process-
ing programming queries in languages other than English. The
research highlights the challenges of LLMs in handling non-
English languages by analyzing the accuracy and correctness
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of code generated from Spanish-written programming queries
and comparing it with English inputs. Given that English is a
high-resource language where LLMs generally perform well,
this comparison serves as a benchmark to uncover specific
limitations in LLMs’ multilingual capabilities.

III. METHODOLOGY

This section outlines the systematic approach used to evalu-
ate the performance of LLMs (Codex vs. Copilot) in handling
programming queries in English and Spanish. Several studies
chose these platforms for similar analysis because they are
specially designed tools for programming and are fine-tuned
on large amounts of programming data [21]–[24]. To ensure
a comprehensive analysis, the following subsection details the
experimental setup, including data preparation, task design,
evaluation metrics, and calculations of performance metrics.
Figure 1 depicts the proposed methodology diagram. The
methodology consists of three components: the input module,
the code generation and accuracy analysis module.

First, a set of code generation problems was obtained from
LeetCode, which were initially written in English. Each code
generation query was then carefully translated into Spanish.
The input module ensures semantic equivalence between the
English and translated Spanish versions of a set of code
generation questions sourced from LeetCode. Next, in the
code generation module, these code generation queries were
prompted to two different LLMs (Codex and Copilot) for code
generation.

At last, in the accuracy analysis module, the resulting out-
puts were evaluated and compared to examine variations in the
functional correctness of the code generated for both inputs.
To assess functional accuracy, the generated code was tested
on LeetCode, with a focus on syntax, runtime, and logical
errors. Leetcode was chosen due to its standardized problems
and automated feedback on syntax, runtime, and correctness,
making it a widely accepted benchmark for evaluating LLM-
generated code [25]–[27].

A. Data Preparation

Dataset curation were essential part of the methodology,
to achieve designed objectives, question sets were taken ran-
domly from LeetCode, a commonly used dataset for assessing
the performance of LLMs on programming inputs. Various
studies have used this dataset to evaluate the performance
of LLMs in handling programming queries [26], [27], [27],
[28]. To conduct our experiment, we collected a set of 100
tasks, divided into three difficulty levels: 40 basic-level, 30
medium-level, and 30 advanced-level code generation queries.
To prepare a parallel dataset in Spanish, we used Google
Translator to translate the complete dataset into Spanish,
ensuring that the technical integrity of the problems was
maintained during the translation process. Additionally, one
of our Native Spanish authors was assigned to verify the
translation for correct interpretation.

Fig. 1: Methodology.

B. Prompting and Code Generation

For each task, two prompts, one in English and one in Span-
ish, are created, and a task ID has been assigned, including the
task description as shown in Figure 2. LLMs such as OpenAI
Codex, which support both languages, are used, with Python
as the programming language. The query sends requests to the
Codex and Copilot APIs, which return generated code in both
Spanish and English. The solutions are manually executed on
the Leetcode website to report and analyze the errors. Only
accuracy metrics are evaluated through a manual assessment.

Fig. 2: Prompt Example.

C. Evaluation Metrics

The accuracy metric assesses an LLM’s ability to generate
error-free code that meets the requirements and passes all unit
tests. It encompasses various errors that require developers or
students to spend additional time and effort correcting them.
LLMs that produce precise code with fewer errors help reduce
development time and enhance student-team productivity. The
generated code is evaluated based on accuracy, checking
for syntax, runtime, and logical errors. These metrics are
consistent with those used in prior studies analyzing LLM-
based code generation and multilingual prompt handling [1],
[29], [30] Three metrics are used in this study to assess the
accuracy of the generated code.
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• Syntax Errors (SE): These errors occur when the code
does not follow the grammatical rules of the program-
ming language. These errors typically prevent the pro-
gram from running. They often involve incorrect punctu-
ation, missing keywords, or improper structure, such as
unmatched parentheses or semicolons.

• Runtime Errors (RE): Runtime errors happen while the
program is executing. These errors are responsible for
crashes or unexpected behavior during the runtime of the
generated code. Some examples are dividing by zero and
accessing an undefined variable.

• Logical Errors (LE): These errors occur when the code
runs without crashing but produces incorrect output, most
of the time caused by faulty logic or reasoning behind the
code. Some examples include using the wrong formula,
misplacing a loop condition, or mismanaging data, which
can lead to logic errors in the generated code.

The formulas utilized in the calculations are provided below.
1) Accuracy: Accuracy was determined as the percentage

of correctly solved tasks:

Accuracy =
Number of Correct Solutions

Total Number of Tasks
× 100

2) Error Rates: For each error type, the rate was calculated
to understand the frequency of syntax, runtime, and
logical errors:

Error Rate (Type X) =
n∑

i=1

ErrorCounti

3) Performance Difference: The deviation in performance
between English and Spanish was calculated as:

Difference (Metric) = ER of English − ER of Spanish

IV. RESULTS ANALYSIS

To analyze the effectiveness of solving the same pro-
gramming question in different languages, we conducted an
experiment using the regular expression matching problem.
This problem requires a function that matches an input string
against a pattern. The problem supports using special charac-
ters, including* (matches any character) and * (matches zero or
more occurrences of the preceding element). Figure 3 depicts
the problem definition. An example solution pair for both
English and Spanish input is summarized in a sequence of
Figures, from Figure 4 to Figure 6, showcasing the problem-
solving approach in English and Spanish, the implementation
process, and the results.

The first step involves preparing the input for the LLMs.
Figure 4 presents both English and Spanish versions of the
same programming problem used as input, illustrating how the
problem statement, examples, and constraints were provided
in both languages. Initially, we presented the problem in
English, as shown in Figure 4a, which is commonly used
in programming contexts. This version was straightforward
for both students and developers to process. In contrast,

Fig. 3: A Snapshot of LeetCode selected question for result
discussion.

the Spanish version presented in Figure 4b uses equivalent
translation, allowing us to analyze language-related variations
in model behavior. The second step focuses on code gen-
eration. Figure 5 shows how Codex responds to the same
problem in both languages. For the English input, Codex
generates syntactically correct and contextually appropriate
code presented in Figure 5a. However, when given the Spanish
version of the prompt, the output changes notably and lacks
correctness, as seen in Figure 5b.

In the final step, we evaluated the functional correctness
of the generated code by submitting it to LeetCode. Figure 6
summarizes these results. The English-generated solution was
accepted by the platform shown in Figure 6a, confirming
its syntactic and functional validity. In contrast, the Spanish-
generated code produced a syntax error during submission,
presented in Figure 6b. This reflects a limitation in the model’s
ability to accurately parse and respond to prompts in Spanish.

These examples show that while LLMs like Codex and
Copilot handle English prompts effectively, their performance
declines with Spanish inputs. This suggests current models
may not generalize well across languages, raising concerns
about their reliability in multilingual educational settings.

A. Key Observations

The experiment highlights the adaptability of problem-
solving across languages, emphasizing that while the under-
lying logic remains the same, how a problem is described
and understood can influence the implementation process.
For example, it took considerable care to translate technical
jargon while maintaining the intended meaning in Spanish.
Despite these difficulties, the findings show that solutions
can be successfully modified for the multilingual situation,
with accurate translation and a detailed problem definition.
Furthermore, Table I shows the performance of Codex and
Copilot on English and Spanish programming inputs. The
results presented in the table provide a detailed comparison of
the performance of two different LLMs in handling English
and Spanish programming inputs across three task levels:
basic, medium, and advanced.

The results show that the performance of both Codex and
Copilot is notably stronger with English inputs compared to
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(a) Input in English (b) Input in Spanish

Fig. 4: Two variants of inputs are adopted in our work such as sub-figure a)Showing English input, while b)Depicting Spanish
Input.

(a) Codex generated solution code using English input on
LeetCode.

(b) Codex generated solution code using Spanish input on
LeetCode.

Fig. 5: Snapshots of Code-generated solutions based on English and Spanish versions of the same LeetCode problem.

(a) A snapshot of accepted submission using Codex-generated
solution from English input on LeetCode.

(b) A snapshot showing a syntax error when submitting the
Codex-generated solution from Spanish input to LeetCode.

Fig. 6: Decision: Comparison of results using Codex-generated solutions: (a) from English input (successful), and (b) from
Spanish input (syntax error).

Spanish across all levels of problem complexity. Codex shows
a 7% drop in accuracy when shifting from English to Span-
ish, while Copilot exhibits a slightly smaller decline of 6%.
Additionally, both models produce more syntax, runtime, and
logical errors when processing Spanish inputs. For instance,
syntax errors increase by two on average in Spanish, and

logical errors rise by up to 1.67 for Codex and 1.00 for
Copilot. Therefore, it can be argued that both LLMs are better
optimized for English, and their reliability decreases when
handling non-English programming prompts.

Additionally, as problem complexity increased from basic to
advanced, both Codex and Copilot showed a consistent decline
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TABLE I: Performance Comparison of LLMs (Codex vs. Copilot) on English and Spanish Inputs with problem complexity of
Basic, Medium, and Advanced.

Task Details Metric Codex (English) Codex (Spanish) Perf Diff (Codex) Copilot (English) Copilot (Spanish) Perf Diff (Copilot)

Basic: 40 Problems

Accuracy 95% 88% -7% 96% 90% -6%
Syntax Errors 2 4 +2 1 3 +2
Runtime Errors 1 3 +2 1 2 +1
Logical Errors 1 2 +1 1 1 0

Medium: 30 Problems

Accuracy 90% 83% -7% 92% 86% -6%
Syntax Errors 3 6 +3 2 4 +2
Runtime Errors 2 4 +2 1 3 +2
Logical Errors 1 3 +2 1 2 +1

Advanced: 30 Problems

Accuracy 88% 80% -8% 90% 83% -7%
Syntax Errors 4 7 +3 3 5 +2
Runtime Errors 3 5 +2 2 4 +2
Logical Errors 2 4 +2 2 3 +1

Overall: 100 Problems

Accuracy 92% 85% -7% 93% 87% -6%
Syntax Errors 3 5 +2 2 4 +2
Runtime Errors 2 4 +2 1 3 +2
Logical Errors 1.33 3 +1.67 1.00 2.00 +1.00

in performance. Accuracy drops progressively across complex-
ity levels for example, Codex’s accuracy in English decreases
from 95% (Basic) to 88% (Advanced), while Copilot’s drops
from 96% to 90%. This trend is also noticed in Spanish, where
performance declines are even more pronounced. Syntax,
runtime, and logical errors all become more frequent with
increasing task difficulty. The findings underscore that both
models struggle more with more complex programming tasks,
and this is exacerbated when the input language is not English.

Finally, when comparing all 100 problems across complex-
ity levels, Copilot slightly outperforms Codex in terms of
overall accuracy and fewer logical errors. Copilot achieves
93% accuracy with English inputs and 87% with Spanish,
whereas Codex scores 92% and 85%, respectively. Both mod-
els exhibit consistent patterns of higher error rates in Spanish,
with increases of +2 in syntax and runtime errors, and over
+1 in logical errors. These results reinforce the conclusion that
Copilot maintains a modest but consistent edge in performance
and is slightly more robust than Codex across both languages
and task types.

In conclusion, both Codex and Copilot demonstrate stronger
capability in code generation; however, their performance de-
clines when handling queries in Spanish compared to English.
Codex experiences a more significant reduction in overall
accuracy and higher error rates. Particularly as task complexity
increases, indicating challenges in adapting to non-English
mode generation inputs. In contrast, Copilot exhibits greater
robustness and adaptability to multilingual inputs. However,
it too shows a noticeable performance gap between English
and Spanish queries, although smaller than that of the Codex.
Given its lower error rates across categories and reduced
overall performance rate, Copilot emerges as a more reliable
solution for multilingual programming tasks. These findings
highlight the need for further advancements in LLMs to ef-
fectively address the dual challenges of language diversity and
programming complexity, ensuring consistent performance in
a multilingual programming education context.

B. Students Learning Implications

Firstly, the drop in LLMs’ performance on code generation
input into multilingual context has been observed, highlighting
the need for educators to be aware of language barriers
when incorporating these tools into programming education,
which is the current focus of the research [31].In addition,
the study also highlights the importance of incorporating
multilingual LLMs, which can assist students in programming
courses, emphasizing their potential to support diverse student
populations. However, this requires targeted efforts to fine-tune
LLMs for non-English languages, ensuring equitable access to
these tools in programming education [2].

Overall, it is recommended that students who interact with
LLMs in a language other than their native language should
consider providing additional materials, such as glossaries
for technical terms, to bridge potential comprehension gaps
caused by linguistic nuances. In addition, educators could
also design assignments that encourage students to evaluate
AI-generated code, thereby improving their ability to analyze
output generated by these systems. It will also enhance their
programming skills using modern tools and reduce their over-
reliance on LLM-generated outputs. Furthermore, there is a
need to train students to formulate questions in their native
languages, which can effectively prompt LLMs and improve
their interaction with them, ultimately enhancing their overall
learning experience. This is the ultimate goal of integrating
these tools into traditional education [32].

Also, by following reflective practices, such as compar-
ing LLM-generated code across languages and assessing its
correctness, students can better understand the limitations of
LLMs and develop critical thinking and debugging skills.
In the end, the study’s findings also recommended future
curriculum development that focuses on multilingual program-
ming education and the ethical integration of AI tools, an
essential focus of several recent studies [33]. Undoubtedly,
equipping students with the skills to navigate language-specific
challenges and leverage AI tools effectively can promote inclu-
sivity and prepare them for diverse, globalized programming
and computing education environments.
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V. DISCUSSION

This study examined how well LLMs (Codex and Copilot)
perform when generating code in response to input queries in a
multilingual environment, specifically comparing English and
Spanish. By comparing the differences in accuracy, focusing
on the functional correctness (including syntax, logical, and
runtime errors) of the generated code for both inputs, this
study sheds light on LLMs’ challenges when dealing with
programming inputs, particularly in Spanish. The findings
reported an increase in syntax and runtime errors in generated
code for Spanish input, which is one of the study’s most
notable findings. Similarly, syntax errors were consistently
higher for Spanish queries, with two additional errors observed
compared to English at every task level in both LLMs. In
addition, the same pattern has been noticed in the increase
of runtime errors in the code generated via Spanish queries,
resulting in more failures than their English counterparts.

These findings suggest that these tools may have been pri-
marily trained on English-language programming data, which
could explain their superior performance with English inputs.
LLMs may struggle to interpret and generate code effectively
when encountering the linguistic nuances and structure of
Spanish programming queries, particularly in syntax and error
handling. The findings provide valuable insights into the
language-dependent nature of LLMs, particularly in coding
tasks, offering a foundation for future research on enhancing
LLM performance for multilingual use cases.

Regarding RQ-1, the performance comparison of Codex
and Copilot on programming inputs in English and Spanish
reveals a noticeable decline in performance when the queries
are presented in Spanish. Both LLMs exhibited a reduction
in overall accuracy when working with Spanish inputs, with
Codex showing a 7% drop in accuracy and Copilot showing a
6% decline across various task complexities (basic, medium,
and advanced). This suggests that LLMs are better optimized
for English, likely due to the predominance of English-
language datasets used in their training. The performance drop
for Spanish inputs is consistent across all error categories,
including syntax, runtime, and logical errors, indicating a
challenge in understanding or generating code for non-English
queries.

These findings align with those of [26], who reported that
open-source models tend to outperform ChatGPT in text-to-
code generation, particularly for specific languages. However,
our study provides a more nuanced perspective by highlighting
the challenges LLMs face when handling non-English inputs,
which may require further fine-tuning or adjustments to im-
prove their multilingual capabilities. The results related to RQ-
2 suggest that both models, Codex and Copilot, tended to make
more errors when responding to Spanish-language queries.
Specifically, syntax errors were higher in Spanish, with Codex
and Copilot experiencing an increase in the number of syntax
errors when programming queries in Spanish. For instance,
Codex had four syntax errors in Spanish compared to only
two in English. Copilot showed similar behavior, rising from

two syntax errors in English to four in Spanish.
Finally, considering RQ-3, our analysis also echoes [27],

who found that LLM-generated code performed well for
simpler tasks, but struggled with more complex problems. It
has been noticed that, according to our results across all task
complexities, basic, medium, and advanced, the accuracy of
Codex and Copilot dropped when queries were provided in
Spanish. A decline in accuracy was observed in both models,
but it was more substantial for Codex. Specifically, Codex’s
accuracy dropped by 7% for basic and medium tasks and 8%
for advanced tasks, while Copilot’s accuracy dropped by only
6% across all complexities.

In summary, the study highlights the need to refine LLMs to
handle non-English programming languages, especially Span-
ish, better, as both models demonstrate challenges in parsing
and generating code in this language. While Copilot shows
slightly better performance, as task complexity increases, the
results underscore the importance of enhancing multilingual
datasets and error-handling mechanisms to address linguistic
nuances and improve LLMs’ effectiveness in diverse linguistic
contexts.

VI. CONCLUSION AND FUTURE WORK

This study assessed the language-dependent performance
of LLMs, specifically Codex and Copilot, in generating code
from code generation input queries in English and Spanish.
The results show performance disparity favoring English, with
Codex showing a significant decline in accuracy for Spanish
input, especially as task complexity increases. However, Copi-
lot demonstrated better adaptability to multilingual prompts.

The possibilities for future work include assessing addi-
tional models, along with further metrics such as quality and
performance metrics of LLMs, to conduct a more compre-
hensive analysis. One worth mentioning is the future work of
incorporating an original Spanish dataset instead of a trans-
lated version, which would further help models to understand
prompts effectively. In addition, comparing code generated
from Spanish and English queries with code generated by
humans could also yield valuable insights. Lastly, analyzing
the limitations of LLMs in other languages, such as Chinese
and Arabic, and developing techniques to optimize LLMs for
multilingual programming contexts will be essential.
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