A real-time pattern recognition module via Matlab-Arduino interface
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Abstract— Pattern recognition is a relevant research area in artificial vision, where several methods have been proposed in the last 50 years. This paper presents a real-time pattern recognition algorithm for an addition operation through two six-sided dice using an Android camera device, an IP webcam app, a graphical user interface (GUI) from Matlab, and Arduino technology. The methodology to develop the interface and the communication between Matlab software and Arduino technology is presented. To evaluate the performance of the proposed methodology, a real-time implementation using an Arduino Mega 2560 board and Matlab is illustrated.
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I. INTRODUCTION

Pattern recognition plays key roles in the processes of engineering, computing, mathematics, and economy, among others [1][2][3]. Pattern recognition problems generally denote classification or description of a set of processes or events to extract information and establish properties between these processes [3][4][5][6].

In this sense, different works have developed pattern recognition algorithms using the Matlab interface [7][8][9][10]. In [7], a low computational cost method for the online acquisition of electrocardiogram signals (ECG) is illustrated, whose storage and processing are managed through a graphical user interface (GUI) from Matlab. The ECG signal is sampled at 1 kHz, scanned, and fed into a microcontroller-based embedded system to convert the ECG data into a serial bitstream in RS232 format. This serial data is transmitted to a desktop personal computer at a speed of 19.2 kbps for storage. The GUI interface is designed to perform an online analysis of the ECG data to calculate different types of characteristics in the time plane, which are displayed through an interface with the ECG signal diagram. In [8], a platform was developed in Matlab for the training and evaluation of prosthesis control processes [3][4][5][6].

Furthermore, [9] showed that traffic management has gradually transformed into a digital and intelligent system due to the rapid development of the transport industry in China. Considering this problem, an automatic license plate recognition algorithm based on image processing technology is established to develop a fast and straightforward display system using a Matlab GUI interface. Finally, in [10], the results of the simulation of the biometric image processing algorithm using the UPOL database for an iris recognition system are presented. These results have an average processing speed of 4 seconds, including segmentation, feature extraction, feature selection, dimension reduction, and classification time. The developed system has a graphical user interface developed in Matlab.

On the other hand, Arduino is a microcontroller family and a software creation environment that allows developing programs to interact with the physical world. Due to its agile development capabilities and facility for quick implementation of ideas, many applications have been presented, such as those found in [11][12][13]. In [11], it was demonstrated that with adaptable Simulink models and a wide number of libraries for the Arduino IDE, the system allows electromyographic (EMG) processing as well as basic classification for actuating both basic hand models and advanced hand prostheses. In [12], the study describes the development of a robust robotic beer pourer using low-cost sensors, Arduino boards, Lego building blocks, and servo motors for the RoboBEER prototype, which evaluates foamability, bubble size, alcohol content, temperature, carbon dioxide release, and beer color. All data are evaluated using multivariate data analysis through a customized code written in Matlab. Finally, in [13], an intelligent algorithm is developed, based on fuzzy logic, to track the maximum power point (MPP) of a photovoltaic (PV) panel using Simulink Support Package for Arduino Hardware in MATLAB/Simulink.

The novelty of the present paper consists of the development of an artificial vision module that integrates a graphical user interface (GUI) from Matlab and Arduino technology (Arduino Mega 2560 board). Note that the script is developed in Matlab (.m file). This development will be used for supervision and control of gambling games, such that, through a controlled environment, the player cannot manipulate the elements involved in the game.
II. GENERAL SCHEME OF THE PATTERN RECOGNITION MODULE

This section presents the general scheme used in the development of pattern recognition module via Matlab-Arduino interface.

According to Figure 1, a six-sided dice is an external signal input. This signal will be obtained by a camera using an android device with IP Webcam App, which captures the RGB image to be sent to Matlab (composed of two parts: GUI interface .fig and the script .m). Afterward, a pattern recognition technique to obtain the original value given by a six-sided dice is implemented. Finally, two graphical ways to observe the real value are presented; the first is a graphical user interface, and the second is a 7-segment display.

A. Six-sided dice

For a long time, the use of dice has been allowed users to experience the emotion of chance. Dice are small and throwable objects with uniquely marked sides that can rest in multiple positions. They are used to generate random numbers and are commonly used in board games [14]. Two six-sided dice are used in this paper, as shown in Figure 2.

B. Image acquisition

To capture an image of the environment where the dice are located, it is necessary to implement a digital camera with specific characteristics that allow information to be continuously transferred to another device for processing.

C. Hardware and software recommendations

About the camera,

- Minimum resolution of 5MP.
- Able to autofocus.
- IP communication (wired or wireless).

During the development of this application, the recommended type of communication is not entirely mandatory, since classic webcams can be applied while installing the corresponding libraries in Matlab [15]. In this paper, IP communication is used for its versatility, compatibility with different types of devices, and flexibility.

IP cameras are versatile devices that allow communication to other devices connected through a network. However, they are generally expensive and difficult to access, in addition to presenting some undesirable physical characteristics (such as their size or range of mobility) that can hinder their operation in uncontrolled environments. In this paper, a camera integrated into a smartphone cellphone with an Android operating system is selected to minimize the aforementioned problems.

IP Webcam app is selected to link the phone with Matlab, and it can be found in Play Store, as shown in Figure 3. It is

Figure 1. General scheme of pattern recognition module.

Figure 2. Six-sided dice.
possible to establish communication with other devices directly by simply starting the server (see Figure 3 Red Arrow) and then taking note of the IP address (see Figure 3 Red Circle).

This configuration allows excellent versatility in this application, since cell phones are probably the most common and accessible electronic devices today.

![IP Webcam app interface](image)

Figure 3.IP Webcam app interface.

To verify that communication between Matlab and the IP Webcam app is successful, the Matlab function “imread” is used together with a "host url" address (this corresponds to the previously taken IP address) as can be seen in Figure 4.

```matlab
while true
    RGB1=imread('http://your_ip:your_port/photo.jpg');
    imshow(RGB1)
end
```

Figure 4. Script to verify communication between Matlab and IP Webcam app.

If the process is correct, the previous link will display a Matlab figure showing with the image acquired by the Android device in real time. Note that this process can present a certain amount of delay depending on the characteristics of the device carrying out the processing, as well as the quality and speed of the network used for the connection.

D. Graphical user interfaces (GUI’s)

The graphical user interface from Matlab, popularly known as GUI from Matlab, is a visual programming environment for making and running programs that require continuous data entry. It provides tools to design user interfaces for custom Apps and presents different menu options such as Blank GUI (Default), GUI with unit controls, GUI with Axes and Menu, and Model Question Dialog [3] [16] [17].

For the pattern recognition module designed, a Blank GUI is selected; then, the objects that make up the graphic interface are assigned a location for their configuration. Once this process is done, the design is saved with the name "Contar" as shown in Figure 5. GUI from Matlab has two files linked to each other with the same name, but with different formats. The first is a ".fig" file extension containing information regarding the interface design, while the second is a ".m" file extension containing different types of commands that assign tasks to be performed depending on the user's interactions with the application.

![GUI design](image)

Figure 5. Final design of the graphical user interface in Matlab.

E. Arduino Technology

Arduino is a general-purpose microcontroller that continually implements new improvements and utilities for hardware and software levels thanks to an extensive community of developers. Arduino has analog inputs, digital inputs, digital outputs, an analog to digital converter, pulse width modulation (PWM) outputs, and voltage supply pins. Arduino Mega 2560 is selected for its excellent features and performance [18].
To perform supervision and monitoring of the numerical value obtained after throwing two six-sided dice, two 7-segment displays type common anode with reference 5161BG are used. Figure 6 illustrates the connection scheme diagram of the Arduino Mega 2560 board and the 7-segment displays implemented. A number in the value range of 2 to 12 is displayed, representing the minimum and maximum sum that can occur when using two six-sided dice.

To verify that communication between Matlab and Arduino Mega 2560 board is successful, the script illustrated in Figure 7 is used.

```matlab
a=arduino('COM3'); % Review COM assigned to the PC to use.
configurePin(a,'D22','DigitalOutput'); % Digital Pin 22 is defined as data output.
while true
    writeDigitalPin(a,'D22',0); % Digital Pin 22 is disabled LED On.
    pause(0.5) % Digital Pin 22 is kept deactivated by 500ms.
    writeDigitalPin(a,'D22',1); % Digital Pin 22 is enabled LED Off.
    pause(0.5) % Digital Pin 22 is kept activated by 500ms.
end
```

Figure 6. Connection scheme for Arduino Mega 2560 board and 7-segment displays.

Figure 7. Script to verify the communication between Matlab and Arduino Mega 2560 board.

III. PATTERN RECOGNITION MODULE

This section presents the main contribution of this paper. The methodology used for pattern recognition on the dice and its connection to Matlab-Arduino is explained. The pseudocode to create the pattern recognition module is presented in Figure 8.

![Pseudocode diagram](image)

Figure 8. Pseudocode to create the pattern recognition module.

This scheme proposes a solution to the objective of identifying the numerical value obtained after throwing two
six-sided dice. If the process is segregated, it first determines if
the dice have stopped moving (a condition that allows the
system to determine whether it is necessary to analyze the
obtained image). If the condition is true, the image is
processed decomposing into RGB components, setting the
conversion thresholds to black and white (darkening
everything that is not of interest), filtering (eliminating objects
below the desired pixel limit), amplifying the desired
information, and labeling it so that the algorithm can count the
marks on the surface of the six-sided dice. Finally, the result
obtained is printed in the Matlab graphical environment
(interface illustrated in Figure 5) and in the 7-segment displays
(configuration proposed in Figure 6). The previous algorithm
(Figure 8) keeps the current value on the displays and Matlab
interface until the dice are shaken again for another value.

In this sense, it is necessary to implement the code in two
parts to execute the MATLAB GUI interface. The first part is
shown in Figure 9. This function is similar to the void setup ()
function of the Arduino IDE and is a generalized function; that
is, it can be found in every GUI environment. The code only
runs once and saves the initial configuration of system
variables to display properties at a graphical level.

```matlab
function Contar_OpeningFcn(hObject, eventdata, handles, varargin)
    % Choose default command line output for function Contar_OpeningFcn
    handles.output = hObject;
    % Update handles structure
    guidata(hObject, handles);
end
```

The second function is shown in Figure 10, this function is
similar to the void loop () function of the Arduino IDE and is
particular for this application. The code has to be executed
many times as indicated in the loops that describe it and its
purpose is to return results according to established criteria
both graphically and data transfer.

```matlab
function Iniciar_Callback(hObject, eventdata, handles)
    % 7 digits of a number
    RGB5 = imread('http://192.168.137.195:8080/photo.jpg');
    RGB6 = imread('http://192.168.137.195:8080/photo.jpg');
    pause(0.5); % 500ms delay as a sample anti-slip.
    RGB2 = imread('http://192.168.137.195:8080/photo.jpg');
    RGB3 = RGB2-RGB1; % The similarity between the images is quantified.
    val = sum(sum(RGB3(:,:,1))); % The R component of the
    % second RGB image is taken and sum column by column of
    % the matrix that composes forming a vector, and finally sum
    % this vector by converting the component into a scalar.

    if val>0 % The loop is entered as long as the escalar is
        RGB5 = imread('http://192.168.137.195:8080/photo.jpg');
        RGB6 = imread('http://192.168.137.195:8080/photo.jpg');
        pause(0.5); % 500ms delay as a sample anti-slip.
        RGB2 = imread('http://192.168.137.195:8080/photo.jpg');
        RGB3 = RGB2-RGB1; % The similarity between the images is quantified.
        val = sum(sum(RGB3(:,:,1))); % The R component of the
        % second RGB image is taken and sum column by column of
        % the matrix that composes forming a vector, and finally sum
        % this vector by converting the component into a scalar.
    end
end
```

Figure 9. Function Contar_OpeningFcn of GUI interface.

Figure 10. GUI interface Function.
As can be seen in Figure 11 and Figure 12, the `toArduino` function and `display_A` function are used respectively. In this function object (a) entering the number value identified after throwing the dices.

```matlab
function toArduino(a,numero)
    if numero>=2 && numero<=12
        switch numero
            case 2
                display_A(a,0,1,0,0,0,0,0,1,0,0,1,0); %display_A(a,0,1,0,0,0,0,0,1,0,0,1,0);
            case 3
                display_A(a,0,1,0,0,0,0,1,0,0,0,1,0);
            case 4
                display_A(a,0,1,0,0,0,0,1,1,0,0,1,0);
            case 5
                display_A(a,0,1,0,0,0,0,1,0,1,0,0,0);
            case 6
                display_A(a,0,1,0,0,0,0,0,0,1,0,0,0);
            case 7
                display_A(a,0,1,0,0,0,0,1,0,0,1,0,0,1,1);
            case 8
                display_A(a,0,1,0,0,0,0,0,0,0,0,0,0,0,0);
            case 9
                display_A(a,0,1,0,0,0,0,0,1,0,0,0,0,0,0);
            case 10
                display_A(a,1,1,1,1,0,1,0,0,0,0,0,0,0,0,1);
            case 11
                display_A(a,1,1,1,1,0,1,1,0,1,0,0,0,0,1,1);
            case 12
                display_A(a,1,1,1,1,0,1,0,1,0,1,0,0,1,1,1);
        end
    end
end
```

Figure 11. Code of function `toArduino`.

```matlab
function display_A(a,b,c,d,e,f,g,h,i,j,k,l,m,n,o)
    writeDigitalPin(a,'D22',b); %WriteDigitalPin(objeto,#Pin,1 o 0).
    writeDigitalPin(a,'D24',c);
    writeDigitalPin(a,'D26',d);
    writeDigitalPin(a,'D28',e);
    writeDigitalPin(a,'D30',f);
    writeDigitalPin(a,'D46',g);
    writeDigitalPin(a,'D48',h);
    writeDigitalPin(a,'D32',i);
    writeDigitalPin(a,'D34',j);
    writeDigitalPin(a,'D36',k);
    writeDigitalPin(a,'D38',l);
    writeDigitalPin(a,'D40',m);
    writeDigitalPin(a,'D42',n);
    writeDigitalPin(a,'D44',o);
end
```

Figure 12 Code of function `display_A`.

IV. SIMULATION AND REAL-TIME RESULTS

The objective of this system is to acquire an image, process the information through the proposed algorithms, and illustrate the addition, corresponding to the top dice faces in a graphical user interface from Matlab and the 7-segment displays connected to Arduino. For each case, the dice are shaken using a controlled environment, as in Figure 13.

Figure 13. Controlled environment for two six-sided dice.

For this paper, 33 samples are evaluated. As the minimum values is 2 and the maximum value is 12, three times peer option is considered in the real-time experimental validation. Table 1 presents system performance through testing samples, where it can be seen that the proposed methodology is 91% effective.

<table>
<thead>
<tr>
<th>Measurements</th>
<th>Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Samples Number</td>
<td>33</td>
</tr>
<tr>
<td>Correct Detection</td>
<td>30</td>
</tr>
<tr>
<td>Incorrect Detection</td>
<td>3</td>
</tr>
<tr>
<td>Performance</td>
<td>91%</td>
</tr>
</tbody>
</table>

Table 1. System performance through testing samples.

Figure 14 demonstrates how useful the proposed algorithm is in determining the result obtained after shaking the dice. Note that there is a correct correlation between the image observed by the camera in Figure 13 and the addition presented by 7-segments displays.

Figure 14. Full system prototype displaying the results for the first proposed scenario.
The GUI interface developed using Matlab is presented in Figure 15, showing an excellent response between the proposed simulation scenarios; the GUI interface and the two six-sided dice show the same answer, demonstrating that the proposed configuration can accurately perform the assigned task.

To evaluate a new possible scenario, dice are shaken for a new value. Figure 16 shows a real-time implementation and Figure 17 illustrates a pattern recognition module via Matlab-Arduino interface. The same value is visualized for both cases.

V. CONCLUSIONS

In this work, a real-time pattern recognition module using the Matlab interface and an Arduino board is developed. The results illustrate the effectiveness of the proposed system for calculating the addition of the top faces of two dice through a controlled environment.

During the experimental results, it was observed that lighting changes and other effects related to the environment could negatively influence the results. For 33 samples obtained, there were 30 correct and 3 incorrect detections, from which it can be concluded that the proposed methodology is 91% effective. As a future work, the implementation of noise filtering and elimination algorithms will be employed to guarantee greater system robustness.
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